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#########################################################################  
# Problem 1  
#########################################################################  
  
rnormalBX <- function(n=1, mean = 0, var = 1, seed = NULL){  
   
 if(!is.null(seed)) set.seed(seed) # set seed for the random number  
   
 # generate two uniform and then calculate r and theta and finally generate normal random number  
   
 u = runif(n, 0, 1)  
 v = runif(n, 0, 1)  
 r = sqrt(-2\*log(v))  
 theta = 2\*pi\*u  
 norm = cbind(r\*cos(theta), r\*sin(theta))  
 if(n != 1) {norm = (norm - colMeans(norm))/sqrt(diag(var(norm)))}  
   
 # transform normal random number with specified mean and variance   
   
 if (mean != 0 || var != 1){  
 norm = sqrt(var)\*norm + mean  
   
 }  
 return(unname(norm, force = TRUE))  
}  
  
# # calling rnormalBX function to generate normal random number using Box-Muller algorithm  
# x = rnormalBX(n = 1000, mean = 0, var = 1, seed = 123)  
# summary(x)  
  
  
rcauchydist <- function(n=1, seed = NULL){  
 x = rnormalBX(n = n, mean = 0, var = 1, seed = seed)  
 return(x[,1]/x[,2])  
}  
  
x = rcauchydist(1000, seed = 4578)  
#Part 1 Independence of two normal random variable generated using Box-Muller algorithm  
  
  
  
# Density Curve for the normal sample. Function densityCurve has two parameters, data = data set for the density curve, dist = distribution.  
  
  
densityCurve <- function(data , nbreaks = NULL){  
   
 if(is.null(nbreaks)){ nbreaks = pretty(data)}  
 title = "Histogram with Cauchy Curve"  
 his <- hist(data, breaks = nbreaks, freq = FALSE, col="red", xlab="x", main=title, xlim = c(-30,30))  
 xfit <- his$mids   
 yfit <- dcauchy(xfit, location = 0, scale = 1)  
 lines(xfit, yfit, col="blue", lwd=2)  
   
}  
  
  
# Calling densityCurve function to create density curve.  
densityCurve(x, nbreaks = 500)
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# problem 1 part 2  
  
cauchyMeanForEachSample <- function(samSize = 1:100, seed = NULL){  
 if(!is.null(seed)) set.seed(seed)  
 return(apply(as.array(samSize), 1, function(x) mean(rcauchydist(x))))  
}  
  
seq = seq.int(1,10^4, 50)  
cmean = cauchyMeanForEachSample(seq, seed = 245)  
plot(seq, cmean)
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# problem 1 part 3  
  
cauchyMeanSim <- function(samSize = 100, distSize = 1000 , seed = NULL){  
 if(!is.null(seed)) set.seed(seed)  
 meandist = replicate(distSize, mean(rcauchydist(samSize)))  
   
 return(meandist)  
}  
  
cmean = cauchyMeanSim(40, distSize = 2000, seed = 365)  
densityCurve(cmean, nbreaks = 800)
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cmean = cauchyMeanSim(100, distSize = 2000, seed = 365)  
densityCurve(cmean, nbreaks = 1300)
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cmean = cauchyMeanSim(500, distSize = 2000, seed = 4125)  
densityCurve(cmean, nbreaks = 1500)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAAbFBMVEUAAAAAADoAAGYAAP8AOpAAZrY6AAA6ADo6AGY6OgA6kNtmAABmADpmZmZmtv+QOgCQOjqQkGaQtpCQ2/+2ZgC2Zma2/7a2/9u2///bkDrbtmbb/7bb/9vb////AAD/tmb/25D//7b//9v///9C3Ui7AAAACXBIWXMAAA7DAAAOwwHHb6hkAAAOL0lEQVR4nO2da2OjuBmFyThOW3vH3jZ0OrSbkMT//z9WF4QBGxvJvJF0dJ4Ps17HHIQehMS9OhFoqtgFILJQMDgUDA4Fg0PB4FAwOBQMDgWDQ8HgUDA4FAwOBYNDweBQMDgUDA4Fg0PB4FAwOBQMDgWDQ8HgUDA4FAwOBYNDweBQMDgUDA4Fg0PB4FAwOBQMDgWDE0/w17F6frP/3fb/M+Dfv8VmqaOb6ul1+ve2UvxYON9rAaFZgqQq+HMvUDl2Ljb60s/nvrLsFoXdFOyZJUgigi+o5dZ+G33hR5XDcVgSc0uwb5YgiQju/qfRVaI/1G4D9/Fybgbqy6dXo0dV7r9edAWbP+uKVk1m25r6bKq+5m1ql11Xz3/pT110Y7IGkrrptBv98z65WyHUDEwxWmftHOBW0bbXOc4aBnQl/4eNVjPZ2QW7tpKvQlKCG7vSq+pwgrtv9A9tq1BV03/9/NbaP6vK6reJLsHQ6E/qT/YHu6+R4PFP1d/sx6+jrutz8lhw3W95BwGNnbTf6kyyxoJNyf97Xklc0YW2WFEFOzrBuhWaqt25SlFruPW+M99vTQVbwZ3zbdcMdC3tTn0b7tr8x4uqQPul+tXBrkZuE32O1tiZDwrnkkd+TOHUx74MJkBnDxPGWVPBuuT2F4PyuA3E6qQkWNVTvxrbSqkHTaOvJlu5fd/WmAD1vRk/6X+7DZ+dx0794Kf598fvieDDaVCv54lO4+SRn27aSYBdHc5b6EnWRPDBZqvv3Kq5c18IkJLg7htTN6ZS3FZcb8ncZ9cHvw4ztl2TsP8O6rdW/1+rXm9rPo0Fu67b/nIi5Zw89DMc7A8DGrsGur/dFGxLbhp921k+dwfrk1Qf7DrSw6nfbvWjF/d5KNhYsH+ZEdzqkdWPX/sf/zmq1FuCLzbR/Tz73mLXD6c0wwCta7CRvbqJtqUarJp2pXO9fRGCT+dx9KIWbOvsluDPvWq+amCl/rXD3VnB44HRIHki+GoL1ssw2G26OsgaC9aN/tder8q2AxcjKcFff/a7Jff6YFNNttdzPdk1wSr3Z9cN9ztM1wWPd20Gyd0vh2O/Vn8xCmj08P58qGa8mzQM6AWrVe+fbomkdpE0KQm2Y2a3x6QrYn4U7Vqw7blnW7DZIhzMZnB3GkVfCB4dnBgk29nrz64Q+vNhHDDcXZ9mjQLO7bzf+a31j+zwUICUBLtdy259H+wHb0/T/eBzH3xzkKU/2+MhXYtSc2krd6Bj3Hz6XentKPk8ChrsB28na4j+/XAUPMwaBZwFt67X7X4r0wWnJdhWha2o7iiT+abro0zrvRhFP73qMeycYNsddp1if0zLTDQVPDpBcE62ZXj+3/BIlt2vGQa002NRw5MNg4Cz4HObNWuTTPvN8HRhLVYVD9HGP+p8nXwE16bhqMYgOSQJpR83J0c+gt3+olBf9QimF41+YvA6+QjuBiMpbqDtgfA0yUgwCYGCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHDKFtw91yV2MSSBXri7VO8a6DqAXri7aMEbTeyCyFG64M2GgoHRgvUmGtgwBVPwkpSeVeK+DQqOHCdNJ7jabHJbNRdDwUqw/jezki+Ggik4Ypw0FBw5ThoKjhwnDQVHjpOGgiPHSUPBkeOkoeDIcdJQcOQ4aSg4cpw0FBw5ThoKjhwnDQVHjpOGgiPHSUPBkeOkqbRfJVgZzqzki6FgCo4YJw0FR46ThoIjx0lDwZHjpKHgCV9He3Hs7OvMM6smCh7TuPdct3MvvM6smih4xNex19rMvGk9s2qi4BGf+4P72M5spDOrJgoewRacIZ59cNeE2Qdng99yfe7tKHqm/VJwenA/mIIjxklDwRMatXk23XDDUXQm+A2ynl5VN7w9UXA++O8mfR3VEIuCcyHkQEf9/EbBuRB0oKPeggg2ft/t07Jil0UIvz6406p2h8eCc30ICwVPcIeyvo5swZlQ9n4wBUeOk4aC5+AgKxfYgik4Ypw0FBw5ThoKnoB2VSUFj4G7qpKCR+Bdk0XBI/CuqqTgEWzBGVL2VZUUPAHtqkoKjhwnDQVHjpOGgiPHSUPBkeOEsX4pOF6cMAPBsIYpmIIjxglDwbHjhKHg2HHCUHDsOGEoOHacMBQcO06YogR/7qvtinFZUJRge3f3zFnAkLgMKEzwaQXHFJwaUyPNrWsm/ePSpjjBrXkEh7mFf4245ClLsL5aw5qdu6LOKy4HihL8uX96XTEuC8oS/If1+0DzPVFwelwInrsx1DMuCwoSXJ+fssHdJCguWnBYSp4PYSlKcJJxsmw21VlwBWqYgosQ/LnfuZsWHjmORcHpwRZMwRHjZClMsNpM61MN4cehx3EZUJjg+vnt42V7qh867U/BqTE4Fn04tdWhpEOV5QmuldyCDlWWJVhtmz/3z2/2if0rxGVAYYLVjvDT69fxsSvvKDg1uJtEwRHjZClM8N3HFPrFZUBhguuHzF7EZUBZgvWBrBXjcqA0wYdbv/ONy4GyBD+6gzSJy4GyBJvjlCvGZUBZgss74a+MDgWfMA0XvB9MwfHjRClOsNpIP7/Vj+0sUXBqDAZZT6+NPpt0yzDUSzkKE6wf597cePWzBuulHIUJ1gc6tOAbV3SAPdK/MMGuBdfzV92BvZSjMMFdH9zcONzBFpwh41F0Vd28CxzrpRzFCV4A1Es5KDh+nCiFCbaN87H7Gig4PZyR2navzYPPuqPg1OiMtG5w9fHy0EnDfARX1WZTFSN4cLb/xr1J/RnF+YOVGQl+32zeixE8OAJ961Dl1/HeyWIKTg0n+O4xKsPd63ooODX8BM9d15PhU3Yo+IG4HKj0M5QoOCwuBy4E22F17GKtjhN8d3zsE5cDF4LfzTY7drFWJ3CJ5sba+VQQBacQJwgFpxAnCAWnECcIBV8D6KrKK4KV4XzKvxSvJUK6qtI8SpiCR0Bdk0XBl0BdVUnBl7AFZ4hnH4xzVSUFXwPoqkoKTiFOkGuCEd/MQcEUHDFODvtGHQqOHCcHBScRJwcFJxEnBwUnEScHBScRJ8d1wYCGKZiCI8bJQcFJxInRPaaSgiPHiUHBacSJQcFpxIkxJxjvocIUTMER48Sg4DTixKDgNOLEoOA04qRwD9ih4MhxUlBwInFSzAuGu8+fgil4SUpmD2Gh4ETipKDgROKkoOBE4kSozo+ppODIcSKYR6C9U3AKcSLcFGxad+wSrgkFTz9S8DfGiVCdb0ui4MhxItwRDHZVR4GCBxdUUnDkOBEoOJ04Ee4JxjJcnmDrl4KTiJOAghOKE6C7WOeWYKiz/hRMwRHjBKDglOLWZ/I+u+sfkc44UDAFR4xbHW1ukeBN7JKuRVGC7Zn+BYKBDJcl+Orj7a4JxjFclODNQsGVOe8fu7TrUNI7GzYzD+a4/hHEcEnvbBgepFwieBO7wGtQyhPf7cVWPoIrDMOlvLNB6/IUrDfpm9jlfphCWrB2NXpd8BLBEIaLeGeD1fvuKdiOpXNXjP/OBmP34ob+BYLdUGtjjo5kc2PdBPD9YOvnymXQSwXbRmwjYi9MEMiCezVXzS0UnHszxjvQ4e5Utlbmzi14Ca6c4wybcfYHOsbtajPC/m0VwU7xmW9f0jAy3k3qW+kMS80t/9nN2X3jkvsQ/UDHzUrzJ8yc98/urFv+eNfbUlZuwSsv9l1WN+f/s64f+O4llxA8f6CjGo9svKhISL2JCL5/oIOkRnbDfuIHBYMTKLiZPdRB0oItGBwKBoeCwVn5ZMMknKxJiN+1TzY8EP7wZN89XR7FXPlQZXj445NR8KNTLTjZEB7++GQU/OhUbMExZ/cNghdcVflA+MOTUfDjU3mebICuuUyKKbofDF1zmRSTgsGLScHgxeShSnAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHCkBDdV9fSqP7TuwxLMZbk778k0H3//HTSd9wTBMwteuLC67BASrO9danVh9D/t0lJ9HdUvm2rrOZnmc28uA/SeznuC4JkFL1xYXTpkBH/ud3qJtt11evV22WQfL/qaL7VAfpOdzLqt69x7Ou8JwmcWunCBdekQ7IN1ofql8phOraS+k7XVzlzI6z27oPKFzsxM7L9wmtC6FBXcqK3Jx9/0FmXZVdSO+sfvgMlsnftOF1K+4JlpwhYuuC4FBbdmQGG7DL9eUU0XMplecO/pAmYUPrNT6MIF1+VJeBP9/BayMNuw9SIHwaELF1iXGsn9YN3f+G5W7CX1oJvo4IULq0vD6oIbt7NnRiGLBwbdZN39i8vHE/3svm+QFTwz74Ub4FOXI2RasC1L671L4O6NCdgjaL9vNylwZoELF1qXHUKb6Pr5zS6I1875x4u75cl/n779xgMdQTMLXriwunRI9cG12nSaFbbxOLzW2Duf9O99JjN0fZP3dN4ThM4sfOGC6tLBkw3gUDA4FAwOBYNDweBQMDgUDA4Fg0PB4FAwOBQMDgWDQ8HgUDA4FAwOBYNDweBQMDgUDA4Fg0PB4FAwOBQMDgWDQ8HgUDA4FAwOBYNDweBQMDilC9Y3zJsnUaFSumB9Z/WyV6lmSumCT+2PX3943wCeEcULPtWV7xM6soKC2+pw/0f5Urzgr+NP34coZUXxgpvnv47Ag+jiBX/uD/4PusuJ0gXbh1ABD7NKFwwPBYNDweBQMDgUDA4Fg0PB4FAwOBQMDgWDQ8HgUDA4FAwOBYNDweBQMDgUDA4Fg0PB4FAwOBQMDgWDQ8HgUDA4/wdzpF1BP0Uy5gAAAABJRU5ErkJggg==)

#########################################################################  
# Problem 2  
#########################################################################  
  
  
require('quadprog')

## Loading required package: quadprog

data <- read.table("C:/Users/ka746940/Desktop/UCF/STA 6106 - Statistical Computing/Assignments/Midterm/pb2.txt")  
#data <- read.table("D:/UCF/STA 6106 Statistical Computing/Assignments/Midterm/pb2.txt")  
data[,1][data[,1]==2] <- -1  
X = data[,2:5]  
mmean = colMeans(X)  
cvar = diag(var(X))  
Y = data[,1]  
X1 = scale(X)  
## Defining the Gaussian kernel  
rbf\_kernel <- function(x1,x2,ker\_par){  
 x1 = as.matrix(x1)  
 x2 = as.matrix(x2)  
 K<-exp(-(1/(ker\_par^2))\*t(x1-x2)%\*%(x1-x2))  
 return(K)  
}  
  
  
poli\_kernel <- function(x1, x2, c, d){  
 K<- (t(as.matrix(x1)) %\*% as.matrix(x2) + c)^d  
 return(K)  
}  
  
  
kcalculator <- function(X, kernel, ker\_par){  
 X=as.matrix(X)  
 N<-dim(X)[1]  
 K<-matrix(0,N,N)  
 if (toupper(kernel)== "GAUSSIAN"){  
 for(i in 1:N){  
 for(j in 1:N){  
 K[i,j]<-rbf\_kernel(X[i,],X[j,],ker\_par)  
 }  
 }  
 }  
 if (toupper(kernel)== "POLYNOMIAL"){  
 for(k in 1:N){  
 for(l in 1:N){  
 K[k,l]<-poli\_kernel(X[k,],X[l,],ker\_par[1], ker\_par[2])  
 }  
 }  
 }  
 return(K)  
}  
  
  
bcalculator <- function(Y, X, alpha, kernel, ker\_par){  
 N<-length(Y)  
 K = kcalculator(X, kernel, ker\_par)  
 w01=rowSums((alpha\*Y)\*K)  
 w0 = mean(Y-w01)  
   
}  
  
  
  
svmtrain <- function(X, Y, C=Inf, kernel = "Gaussian", ker\_par =1.5, esp=1e-2){  
 N<-length(Y)  
 X<-as.matrix(X)  
 Y<-as.vector(Y)  
   
 K = kcalculator(X, kernel, ker\_par)  
 Dm = (Y %\*% t(Y))\*K  
 Dm<-Dm+diag(N)\*1e-8 # adding a very small number to the diag, some trick  
 dv<-t(rep(1,N))  
 meq<-1  
 Am<-cbind(matrix(Y,N),diag(N))  
 bv<-rep(0,1+N) # the 1 is for the sum(alpha)==0, others for each alpha\_i >= 0  
 if(C!=Inf){  
 # an upper bound is given  
 Am<-cbind(Am,-1\*diag(N))  
 bv<-c(cbind(matrix(bv,1),matrix(rep(-C,N),1)))  
 }  
 alpha\_org<-solve.QP(Dm,dv,Am,bvec=bv, meq=meq)$solution  
 indx<-which(alpha\_org>esp,arr.ind=TRUE)  
 alpha<-alpha\_org[indx]  
 nSV<-length(indx)  
 if(length(indx)==0){  
 throw("QP is not able to give a solution for these data points")  
 }  
 Xv<-X[indx,]  
 Yv<-as.vector(Y[indx])  
 w<-unname(t(Xv)%\*%(alpha\*Yv), force = TRUE)  
 # choose one of the support vector to compute b. for safety reason,  
 # select the one with max alpha  
   
 b = bcalculator(Yv, Xv, alpha, kernel, ker\_par)  
   
 return(list(alpha=alpha, wstar=w, b=b, nSV=nSV, Xv=Xv, Yv=Yv, kernel = kernel ,ker\_par=ker\_par))  
}  
  
### Predict the class of an object X  
  
  
  
svmpredict <- function(x,model){  
 x = as.matrix(x)  
 kernel = model$kernel  
 ker\_per = model$ker\_par  
 alpha<-model$alpha  
 b<-model$b  
 Yv<-model$Yv  
 Xv<-model$Xv  
 ker\_par<-model$ker\_par  
 # wstar<-model$wstar  
 result = as.vector(rep(0,dim(x)[1]))  
 for (k in 1:dim(x)[1]){  
 sum = 0  
 if (toupper(kernel)== "GAUSSIAN"){  
 for (i in 1 : length(alpha)){  
 s1 = alpha[i] \* Yv[i] \* rbf\_kernel(Xv[i,],x[k,],ker\_per)  
 sum = sum + s1  
 }  
 result[k]<-sign(sum + b)  
 }  
   
 if (toupper(kernel)== "POLYNOMIAL"){  
 for (i in 1 : length(alpha)){  
 s1 = alpha[i] \* Yv[i] \* poli\_kernel(Xv[i,],x[k,],ker\_per[1], ker\_per[2])  
 sum = sum + s1  
 }  
 result[k]<-sign(sum + b)  
 }  
 }  
   
 return(result)  
}  
  
  
model1 = svmtrain(X1, Y, kernel = "Polynomial", ker\_par = c(23,2))  
model1

## $alpha  
## [1] 0.9442694 12.7598160 2.9771319 0.4951243 6.5785068 4.6269065  
## [7] 17.0508919 13.1673609 1.6616235 9.1511914 1.9643374 14.0507365  
## [13] 29.1091677 5.4996860 0.4865120  
##   
## $wstar  
## [,1]  
## [1,] 0.13176131  
## [2,] -0.05720521  
## [3,] 0.23166994  
## [4,] -0.19237407  
##   
## $b  
## [1] -2.113031  
##   
## $nSV  
## [1] 15  
##   
## $Xv  
## V2 V3 V4 V5  
## [1,] 0.26995486 0.50746227 0.279433139 -1.78899530  
## [2,] -0.34994149 -0.70264007 -1.615472836 -1.36238873  
## [3,] -0.34994149 -2.39678334 0.008732286 -0.08256901  
## [4,] -0.03999331 -1.91274240 1.091535700 -1.14908544  
## [5,] -1.27978602 -0.21859913 -0.397318995 -1.14908544  
## [6,] 1.19979939 1.47554414 1.091535700 1.41055399  
## [7,] 0.57990304 0.26544180 -0.803370275 -1.36238873  
## [8,] -0.96983784 0.02342134 0.414783566 0.13073427  
## [9,] 0.88985122 1.23352367 -0.126618141 -0.29587230  
## [10,] -0.34994149 0.26544180 -1.886173690 -1.78899530  
## [11,] -0.03999331 -1.67072194 -1.209421556 0.55734084  
## [12,] 0.57990304 -0.46061960 -0.803370275 -1.78899530  
## [13,] -0.03999331 0.50746227 0.279433139 0.13073427  
## [14,] -2.20963055 -1.91274240 -0.397318995 -0.93578216  
## [15,] -2.51957873 -2.39678334 -2.156874544 -2.00229859  
##   
## $Yv  
## [1] 1 1 1 1 1 1 1 1 1 -1 -1 -1 -1 -1 -1  
##   
## $kernel  
## [1] "Polynomial"  
##   
## $ker\_par  
## [1] 23 2

model =svmtrain(X, Y, kernel = "Gaussian", ker\_par = 1.5)  
model

## $alpha  
## [1] 1.0501540 0.9502877 0.8921877 1.0501938 1.0500985 1.0497410 0.7327245  
## [8] 1.0501697 1.0501697 0.8370291 1.0486323 1.0607960 0.1564406 0.7565102  
## [15] 0.7049907 0.7364052 1.0503008 0.9806550 1.0430088 0.9920919 1.0560719  
## [22] 1.0624388 1.0501487 1.0391176 0.9111579 0.9539508 0.7780606 0.9744232  
## [29] 0.9707955 1.0501780 0.7806911 0.9498212 0.9494753 0.9326510 0.9498211  
## [36] 0.9498309 0.9498184 0.9496841 0.9327482 0.9496976 0.9329458 0.9497462  
## [43] 0.9498303 0.9498547 0.9492968 0.8919099 0.9622947 0.9530680 0.9497318  
## [50] 0.7567436 0.9498302 0.8143531 0.9478474 0.9530772 0.9346812 0.9498302  
## [57] 0.8117641 0.9499648 0.9498131 0.9498302 0.9498302 0.9498302  
##   
## $wstar  
## [,1]  
## [1,] 101.601256  
## [2,] 56.720330  
## [3,] 286.630550  
## [4,] 8.467797  
##   
## $b  
## [1] -0.05016975  
##   
## $nSV  
## [1] 62  
##   
## $Xv  
## V2 V3 V4 V5  
## [1,] 15 17 24 14  
## [2,] 17 15 32 26  
## [3,] 15 14 29 23  
## [4,] 13 12 10 16  
## [5,] 20 17 26 28  
## [6,] 15 21 26 21  
## [7,] 15 13 26 22  
## [8,] 13 5 22 22  
## [9,] 14 7 30 17  
## [10,] 17 15 30 27  
## [11,] 17 17 26 20  
## [12,] 17 20 28 24  
## [13,] 15 15 29 24  
## [14,] 18 19 32 28  
## [15,] 18 18 31 27  
## [16,] 15 14 26 21  
## [17,] 10 14 19 17  
## [18,] 18 21 30 29  
## [19,] 18 21 34 26  
## [20,] 13 17 30 24  
## [21,] 16 16 16 16  
## [22,] 11 15 25 23  
## [23,] 16 13 26 16  
## [24,] 16 13 23 21  
## [25,] 18 18 34 24  
## [26,] 16 15 28 27  
## [27,] 15 16 29 24  
## [28,] 18 19 32 23  
## [29,] 18 16 33 23  
## [30,] 17 20 21 21  
## [31,] 19 19 30 28  
## [32,] 13 14 12 21  
## [33,] 14 12 14 26  
## [34,] 12 19 21 21  
## [35,] 11 20 16 16  
## [36,] 12 9 14 18  
## [37,] 10 13 18 24  
## [38,] 10 8 13 23  
## [39,] 12 20 19 23  
## [40,] 11 10 11 27  
## [41,] 12 18 25 25  
## [42,] 14 18 13 26  
## [43,] 14 10 25 28  
## [44,] 13 16 8 14  
## [45,] 14 8 13 25  
## [46,] 13 16 23 28  
## [47,] 16 21 26 26  
## [48,] 14 17 14 14  
## [49,] 16 16 15 23  
## [50,] 13 16 23 24  
## [51,] 2 6 16 21  
## [52,] 14 16 22 26  
## [53,] 17 17 22 28  
## [54,] 16 13 16 14  
## [55,] 15 14 20 26  
## [56,] 12 10 12 9  
## [57,] 14 17 24 23  
## [58,] 13 15 18 20  
## [59,] 11 16 18 28  
## [60,] 7 7 19 18  
## [61,] 12 15 7 28  
## [62,] 6 5 6 13  
##   
## $Yv  
## [1] 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1  
## [24] 1 1 1 1 1 1 1 1 -1 -1 -1 -1 -1 -1 -1 -1 -1 -1 -1 -1 -1 -1 -1  
## [47] -1 -1 -1 -1 -1 -1 -1 -1 -1 -1 -1 -1 -1 -1 -1 -1  
##   
## $kernel  
## [1] "Gaussian"  
##   
## $ker\_par  
## [1] 1.5

p1 = svmpredict(X1, model1)  
cat("Training Erro", (length(Y)-sum(Y==p1))/length(Y)\*100, "%")

## Training Erro 0 %

p2 = svmpredict(X, model)  
cat("Training Erro", (length(Y)-sum(Y==p2))/length(Y)\*100, "%")

## Training Erro 0 %

a = matrix(c(18,17,33,26), 1,4,byrow = TRUE)  
a1 = (a-mmean)/cvar  
p1 = svmpredict(a1, model1)  
cat("Prediction", p1)

## Prediction 1

p2 = svmpredict(a, model)  
cat("Prediction", p2)

## Prediction 1

# part b problem 2  
  
sigm = seq(.5, 100, length = 100)  
itsig = matrix(0, length(sigm), 3)  
  
for (i in 1:length(sigm)){  
 fit = svmtrain(X, Y, kernel = "Gaussian", ker\_par = sigm[i])  
 pred = svmpredict(X, fit)  
 error = (length(Y)-sum(Y==pred))/length(Y)\*100  
 nSV = fit$nSV  
 itsig[i,] = c(error, nSV, sigm[i])  
}  
  
  
plot(itsig[,3], itsig[,2], xlab = "Sigma", ylab = "Number of Support Vectors")
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hist(itsig[,2])
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#########################################################################  
# Problem 3  
#########################################################################  
  
  
require('quadprog')  
X = as.list(numeric())  
for (j in 1:15){  
 x2 = rnorm(5, 2, 1)  
 for (i in 1:4){  
 x1 = rnorm(5, 2, 1)  
 x2= cbind(x2, x1)  
 }  
 x2=unname(as.matrix(x2), force = TRUE)  
 X[j]=list(x2)  
}  
for (j in 16:25){  
 x2 = rnorm(5, 0, 1)  
 for (i in 1:4){  
 x1 = rnorm(5, 0, 1)  
 x2= cbind(x2, x1)  
 }  
 x2=unname(as.matrix(x2), force = TRUE)  
 X[j]=list(x2)  
}  
  
  
Y = c(rep(1,15), rep(-1,10))  
  
## Defining the Gaussian kernel  
rbf\_kernel <- function(x1,x2,gamma){  
 x1 = as.matrix(x1)  
 x2 = as.matrix(x2)  
 return(exp(-(1/gamma^2)\*sum(diag(t(x1 - x2) %\*% (x1 - x2)))))  
}  
  
  
  
  
  
kcalculator <- function(X, ker\_par){  
 X=as.matrix(X)  
 N<-dim(X)[1]  
 K<-matrix(0,N,N)  
 for(i in 1:N){  
 for(j in 1:N){  
 K[i,j]<-rbf\_kernel(X[i,][[1]],X[j,][[1]],ker\_par)  
 }  
 }  
 return(K)  
}  
  
  
  
bcalculator <- function(Y, X, alpha, ker\_par){  
 N<-length(Y)  
 K = kcalculator(X, ker\_par)  
 w01=rowSums((alpha\*Y)\*K)  
 w0 = mean(Y-w01)  
   
}  
  
  
  
svmtrain <- function(X, Y, C=Inf, ker\_par =1.5, esp=1e-2){  
 N<-length(Y)  
 X<-as.matrix(X)  
 Y<-as.vector(Y)  
   
 K = kcalculator(X, ker\_par)  
 Dm = (Y %\*% t(Y))\*K  
 Dm<-Dm+diag(N)\*1e-8 # adding a very small number to the diag, some trick  
 dv<-t(rep(1,N))  
 meq<-1  
 Am<-cbind(matrix(Y,N),diag(N))  
 bv<-rep(0,1+N) # the 1 is for the sum(alpha)==0, others for each alpha\_i >= 0  
 if(C!=Inf){  
 # an upper bound is given  
 Am<-cbind(Am,-1\*diag(N))  
 bv<-c(cbind(matrix(bv,1),matrix(rep(-C,N),1)))  
 }  
 alpha\_org <- solve.QP(Dm,dv,Am,bvec=bv, meq=meq)$solution  
 indx<-which(alpha\_org>esp,arr.ind=TRUE)  
 alpha<-alpha\_org[indx]  
 nSV<-length(indx)  
 if(length(indx)==0){  
 throw("QP is not able to give a solution for these data points")  
 }  
 Xv<-X[indx,]  
 Yv<-as.vector(Y[indx])  
 # choose one of the support vector to compute b. for safety reason,  
 # select the one with max alpha  
   
 b = bcalculator(Yv, Xv, alpha, ker\_par)  
   
 return(list(alpha=alpha, b=b, nSV=nSV, Xv=Xv, Yv=Yv, ker\_par=ker\_par))  
}  
  
### Predict the class of an object X  
  
model1 = svmtrain(X, Y, ker\_par = 34)  
model1

## $alpha  
## [1] 17.435224 4.636095 1.387078 7.398206 14.387654 1.672537  
##   
## $b  
## [1] 0.04111517  
##   
## $nSV  
## [1] 6  
##   
## $Xv  
## $Xv[[1]]  
## [,1] [,2] [,3] [,4] [,5]  
## [1,] 1.791005 0.9373987 1.5704581 1.7116151 0.8715314  
## [2,] 1.935961 0.7035555 1.8409616 1.6568003 3.7042145  
## [3,] 1.518782 1.5514231 1.4039887 1.7383544 -0.1136536  
## [4,] 2.590826 2.1883605 0.3589047 0.9670999 -0.1341516  
## [5,] 2.213851 1.2717987 1.1242464 2.4561336 3.0036224  
##   
## $Xv[[2]]  
## [,1] [,2] [,3] [,4] [,5]  
## [1,] 2.193985 1.8601529 0.7735266 2.5817856 1.427708  
## [2,] 1.085144 0.6706914 1.4580711 -0.4305902 1.296278  
## [3,] 2.152642 2.8609584 2.3579620 -0.5820291 2.665084  
## [4,] 1.977562 1.5517392 3.6612383 1.1882341 1.439582  
## [5,] 1.748261 2.7771260 3.3405637 1.0744940 1.990053  
##   
## $Xv[[3]]  
## [,1] [,2] [,3] [,4] [,5]  
## [1,] 1.61138123 1.489698 1.6553262 1.1443286 1.783337  
## [2,] 2.97046801 3.152641 2.7846135 1.3769139 1.651357  
## [3,] 0.01290151 1.496316 3.0440754 2.4604586 1.822243  
## [4,] 1.62229301 1.228470 0.8353059 2.2957132 3.401451  
## [5,] 2.29624371 1.256652 4.6783608 0.7917519 0.949735  
##   
## $Xv[[4]]  
## [,1] [,2] [,3] [,4] [,5]  
## [1,] 0.4422517 -0.4147885 1.93637905 0.5486326 1.36412203  
## [2,] 0.3031537 -0.2312506 -0.06097989 -1.2274083 1.19712888  
## [3,] -0.5985895 0.1965434 0.79569075 1.6857144 0.36783316  
## [4,] -0.8235111 -0.2344804 -1.18259827 1.6403477 -0.02473491  
## [5,] 0.8244089 0.5836166 -0.66056424 0.6839662 1.27212903  
##   
## $Xv[[5]]  
## [,1] [,2] [,3] [,4] [,5]  
## [1,] 0.9681756 0.7562062 0.3102077 -0.3132653 1.0043097  
## [2,] 1.9554157 -1.0739419 0.6826529 0.3173759 0.2363517  
## [3,] 0.6348683 0.3340240 0.7388280 0.7089062 -0.3998155  
## [4,] -0.1040241 0.0567613 1.3390056 1.3473598 -1.1768608  
## [5,] -0.3897819 -0.7907710 0.5882989 1.5989761 1.2699914  
##   
## $Xv[[6]]  
## [,1] [,2] [,3] [,4] [,5]  
## [1,] -1.0422518 0.4358865 -1.03951011 -1.35935770 -0.13912231  
## [2,] -0.7468983 -1.0385101 0.77130590 1.84850157 1.85099530  
## [3,] 0.6263233 -0.8088807 -0.07453035 -0.10244283 -0.27370867  
## [4,] -1.6065223 1.9305588 -0.36347512 -0.06387201 -0.34498374  
## [5,] -0.1411257 0.7083914 2.84838971 0.64791087 -0.08064947  
##   
##   
## $Yv  
## [1] 1 1 1 -1 -1 -1  
##   
## $ker\_par  
## [1] 34

svmpredict <- function(x,model){  
 x = as.matrix(x)  
 kernel = model$kernel  
 ker\_per = model$ker\_par  
 alpha<-model$alpha  
 b<-model$b  
 Yv<-model$Yv  
 Xv<-as.matrix(model$Xv)  
 ker\_par<-model$ker\_par  
 # wstar<-model$wstar  
 result = as.vector(rep(0,dim(x)[1]))  
 for (k in 1:dim(x)[1]){  
 sum = 0  
 for (i in 1 : length(alpha)){  
 sum = sum + alpha[i] \* Yv[i] \* rbf\_kernel(Xv[i,][[1]],x[k,][[1]],ker\_per)  
 }  
 result[k]<-sign(sum + b)  
   
 }  
 margin = sum(alpha)  
 return(list(result = result, margin = sqrt(1/margin), primal = margin))  
}  
  
  
  
svmpredict(model1$Xv, model1)

## $result  
## [1] 1 1 1 -1 -1 -1  
##   
## $margin  
## [1] 0.1459943  
##   
## $primal  
## [1] 46.91679

svmpredict(X, model1)

## $result  
## [1] 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 -1 -1 -1 -1 -1 -1 -1 -1  
## [24] -1 -1  
##   
## $margin  
## [1] 0.1459943  
##   
## $primal  
## [1] 46.91679